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1
CUSTOMIZATION MANAGER

FIELD

This patent application relates to apparatuses, methods and
non-transitory computer-readable storage media that custom-
ize original software delivered by a vendor to a customer, and
then execute modified software which is obtained by customi-
zation.

BACKGROUND

Most software delivered by a software vendor typically
meets the needs of a customer. Some customers have their
own requirements, which are unique to their business. Hence,
software delivered by a vendor may be customized, to fit a
customer’s specific needs. However, customization of a ven-
dor’s software acts as a barrier to upgrading, applying patches
or maintaining software by the vendor. This is because a bug
fix or patch provided by the vendor is typically based on an
initial version which the vendor supplied to the customer, not
accounting for any customization of the vendor-supplied soft-
ware at a customer’s premises. If a customer applies a patch
or fix from the vendor, one or more customizations of the
initial version which are made by the customer may get over-
written by a new version from the vendor. This makes apply-
ing patches or fixes or even upgrading to a latest version
difficult for customers.

When customized software is to be upgraded by a fix
supplied by a vendor, manual effort is required at the custom-
er’s premises, to maintain previously applied customiza-
tion(s). Specifically, during the upgrade process, a customer
needs to manually review and identify all vendor-supplied
modules where any customization has been applied. Then, the
customer has to make a copy of any custom code they added
to the vendor-supplied modules, and then apply the fix or
patch delivered by the vendor. After the fix or patch is applied,
the customer must use the custom code copy to re-apply their
customizations to new versions of the vendor-supplied mod-
ules.

Due to the time and cost involved in the upgrade process,
many customers refrain from upgrading an initial version of
vendor-supplied modules, by not applying patches, fixes,
maintenance packages, upgrade codes etc. This traps the cus-
tomer into staying with an old version of the vendor-supplied
software, losing benefits of new features and enhancements,
even though a latest and powerful version is available in the
market. The inventors of the current patent application
believe that there is a need for apparatuses, methods and
non-transitory computer-readable storage media of the type
described below, to improve the process of applying customi-
zations to vendor-supplied software, as described below.

SUMMARY

In several described embodiments, one or more computers
store in a database, a customization which indicates how
application software is to be customized. Specifically, the
customization includes a name of a module of source code in
a generic version of application software, a specific position
within the module, and a name of a file which contains addi-
tional software. Depending on the embodiment, such a cus-
tomization may additionally include other information, such
as aname of'a component ofthe application software to which
the module being customized belongs, and one or more geo-
graphic locale(s) in which the customization is applicable.
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The customization may be received in the form of input from
ahuman user, via fields in one or more screens of a graphical
user interface (GUI).

In many of the described embodiments, one or more com-
puters additionally receive application software from a ven-
dor in a form (also called “generic version™) that is commonly
supplied to several customers. After receipt of a generic ver-
sion of the application software, the one or more computers
apply one or more customization(s) of the type described in
the previous paragraph above, specifically by preparing and
storing in one or more non-transitory computer-readable stor-
age media, a customized version of the application software.
The customized version of the application software executes
the above-described additional software (at the specific posi-
tion identified in the customization), whenever the generic
version of the application software is executed.

A customized version of the application software may be
prepared by insertion of the additional software directly into
the application software, or by insertion of a function call that
invokes execution of the additional software, depending on
the embodiment. The additional software(s) identified by cus-
tomization(s) and the application software may both be in the
form of source code in some embodiments, in which case the
customized version of the application software is compiled,
to obtain one or more executable(s), which are then executed
in the normal manner thereby executing the existing custom-
ized version. In other embodiments, the additional soft-
ware(s) and the application software may both be in the form
of object code, in which case no compilation is needed after
customization, to execute a customized application software.

The above-described customization(s) are stored in a data-
base in non-transitory computer-readable storage media,
after one generic version of the application software (“exist-
ing generic application software™) has been customized, for
future use when a new generic version of the application
software is received. Hence, customizations that were previ-
ously applied to prepare an existing customized version of the
application software are retrieved from the database after
receipt of a new version of the generic application software.
Depending on the embodiment, a customer’s computer(s)
may issue a database query (e.g. in SQL) based on module
names in a new generic version of application software being
identical to corresponding module names in previously-ap-
plied customizations (which include module names of the
existing generic version). The retrieved customizations are
identified in a screen prepared for display to a human user,
followed optionally by updating the customizations based on
user input. Then, the retrieved customizations which are
approved by user input (with or without update) are applied to
the new generic version of application software, e.g. by
inserting additional source code(s) (directly or indirectly via
afunction call) into the module(s) of the new generic version,
to obtain a new customized version that executes the addi-
tional software when executing the new generic version. In
embodiments wherein the new customized version is in
source code form, it is then compiled to obtain new execut-
able(s), followed by executing the new executable(s) in the
normal manner.

It is to be understood that several other aspects of the
described embodiments will become readily apparent to
those skilled in the art from the description herein, wherein it
is shown and described various aspects by way of illustration.
The drawings and detailed description below are to be
regarded as illustrative in nature and not as restrictive.

BRIEF DESCRIPTION OF THE DRAWINGS

FIGS. 1A and 1B show, in data flow diagrams, a computer
of'a vendor that transmits generic application software to one
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ormore computers in a cloud, and computer(s) of customer(s)
transmitting to the cloud computer(s), customization(s)
indicative of when additional software is to be executed in
executing the generic application software, in some illustra-
tive embodiments.

FIG. 2 illustrates, in a flow chart, acts performed by one or
more computers 200 by use of one or more processors pro-
grammed with a sequence of instructions of software stored in
one or more memories, to implement a customization man-
ager, in exemplary embodiments in accordance with the
invention.

FIGS. 3A-3G illustrate screens generated by one or more
computers 200 in performing acts of the type illustrated in
FIG. 2.

FIG. 4A shows, in a data flow diagram vendor’s computer
100 transmitting to customer’s computer(s) 200, one version
of application software 102 (“existing generic application
software”) customized by customizations as described above
in reference to FIGS. 1A and 1B, followed transmission of
another version of application software 112 (“new generic
application software”) customized by previously-applied
customizations that may be approved unchanged or after
being updated by user input, in some illustrative embodi-
ments.

FIG. 4B illustrates, in a flow chart, acts performed by one
or more computers 200 (in addition to the acts of FIG. 2) by
use of one or more processors programmed with a sequence
of instructions of software stored in one or more memories, to
customize a new version of application software based on
previously-applied customizations that may be approved
unchanged or approved after update in exemplary embodi-
ments of a customization manager, in accordance with the
invention.

FIGS. 4C and 4D illustrate screens generated by one or
more computers 200 in performing acts of the type illustrated
in FIG. 4B.

FIG. 5A illustrates, in a block diagram, hardware portions
of one or more computers 200 programmed with software
portions of the type illustrated in FIG. 5B or 5C to perform
one or more acts illustrated in FIGS. 2 and 4B in some
embodiments.

FIGS. 5B and 5C illustrate, in block diagrams of alternative
embodiments, one or more computers 200 of the type shown
in FIG. 5A programmed with software to perform one or
more acts illustrated in FIGS. 2 and 4B, in a customization
manager 102 that is either internal to or external to application
software 102.

DETAILED DESCRIPTION

In accordance with the invention, an employee 101 (FIG.
1A) of a software vendor (e.g. Oracle Corporation or SAP
AQG) prepares in a computer 100, certain software “applica-
tion software’) 102 for use by employees of multiple custom-
ers, e.g. employees 111A and 111B of respective customers A
and B. Application software 102 is “generic” and designed for
use by any number of multiple customers (although only two
customers are shown in FIG. 1A for illustration). Application
software 102 (FIG. 1A) includes logic to perform one or more
business functions in an organization, such as logic used by
each customer to perform Enterprise Resource Planning
(“ERP”), e.g. software to manage each customer’s own cus-
tomers called “Customer Relationship Management
(CRM)”, software to manage each customer’s own suppliers,
called “Supply Chain Management (SCM)” etc.

As shown in FIG. 1A, software vendor’s computer 100
transmits application software 102 to one or more computers
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(also called “server” computers) 200 that may implement a
“cloud” 300. In cloud 300, one or more computers 200 may be
owned and managed by various entities, e.g. by customer(s),
and/or by the vendor, and/or by a third party, depending on the
embodiment. In some embodiments, vendor’s computer 100
additionally transmits to cloud or server computer(s) 200,
software 103 which is to be used in customizing application
software 102, hereinafter “customization manager.” In some
embodiments, customization manager 103 is transmitted by
vendor’s computer 100 to cloud computer(s) 200 separate
from and independent of transmission of application software
102 as shown in FIG. 1A, although in certain embodiments
customization manager 103 is an integral portion of applica-
tion software 102 and transmitted together as shown in FIG.
1B. In the just-described certain embodiments shown in FIG.
1B, customization manager 103 being an integral portion of
application software 102 makes upgrade of application soft-
ware 102 easy, e.g. by eliminating the need for employee 111
to invoke customization manager 103, and eliminating the
need to login to customization manager 103, etc. In the just-
described certain embodiments shown in FIG. 1B, screens of
customization manager 103 are formatted with look and feel
similar or identical to screens of application software 102 to
provide a seamless experience to employee 111, when cus-
tomizing and upgrading application software 102.

The one or more cloud or server computers 200 addition-
ally receive, from computer(s) 110A and 110B of the respec-
tive customers A and B, additional software(s) 113A and
113B which are to be executed when executing the generic
version of the application software at specific positions
thereof as identified by respective customizations 112A and
112B. Customization manager 103 (FIG. 1A), when executed
by the cloud or server computer(s) 200, prepares a custom-
ized version of application software 102 by insertion of the
additional software directly into the application software, or
by insertion of a function call that invokes execution of the
additional software, depending on the embodiment. For
example, customized application software 102A (FIG. 1A)is
created by insertion of additional software(s) 113A directly
or via a function call into application software 102 at specific
position(s) identified by customization 112A, while custom-
ized application software 102B (FIG. 1A) is created by inser-
tion of additional software(s) 113B directly or via a function
call into application software 102 at specific position(s) iden-
tified by customization 112B.

The customized application softwares 102A and 102B are
thereafter used by employees 111A and 111B of respective
customers A and B via local computers 110A and 110B in the
normal manner, to receive and view display of information in
the form of respective outputs 114A, 114B (FIG. 1A). Execu-
tion of additional software(s) 113A and 113B by cloud or
server computer(s) 200 when executing the generic version of
the application software generates different information as
outputs 114A, 114B which may be displayed in a graphical
user interface (via a browser) on the respective video display
monitors of local computers 110A and 110B used by employ-
ees 111A and 111B. The specific manner in which application
software 102 is customized by computer(s) 200, to generate
the information displayed to one customer’s employee 111 is
described next, in reference to FIG. 1B.

Application software 102 (FIG. 1B) which is supplied
generically by vendor’s computer 100 to multiple customers
includes multiple components A ... 1. .. N in the normal
manner, and each component I include multiple modules,
such as modules I1 ... 1J .. . IZ. Application software 102 is
not componentized in some embodiments, in which case
application software 102 directly includes modules, without
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grouping into components. As noted above, customization
manager 103 is used in computer(s) 200 to receive, store and
use one or more customization(s) 112 (FIG. 1B) that custom-
ize one or more of components 102A ... 102[ ... 102N. In
some embodiments, customization manager 103 adds the
additional software 113 (FIG. 1B) in source code form (“ad-
ditional source code™), based on each customer’s individual
requirements.

Specifically, in several embodiments, an employee 111 of
a customer prepares additional source code 113 (FIG. 1B) in
their local computer 110, and supplies it to computer(s) 200
with a corresponding customization 112 that specifically
identifies the additional source code 113 and further identifies
a specific position at which it is to be executed in application
software 102. In many embodiments, customization 112 is an
n-tuple (e.g. a 3-tuple or a 4-tuple) that specifies when addi-
tional source code 113 is to be executed in computer(s) 200 in
executing generic application software 102 received by com-
puter(s) 200 from the vendor’s computer 100.

As noted above, in several embodiments, each component
1 in an application software 122 (also called “generic appli-
cation software”) includes several modules, such as modules
I1...1J...1IZ. In such embodiments, a customization 112
uniquely identifies one specific module therein, e.g. module
1J. Depending on the embodiment, in order to uniquely iden-
tify a module 1J, customization 112 may further identify
within generic application software 102 a specific component
I in which module 17 is included. In addition, customization
112 of several embodiments identifies a specific position in
the identified module 1J, at which the additional software 113
is to be executed. A specific position identified by user input
received for customization 112 (either via a keyboard or via a
mouse, as described elsewhere herein) may provide an indi-
cation, for example, (1) at a beginning of module 1J, e.g.
beginning position 1041JB before the very first instruction in
module 1I, or (2) at an end of module 1J, e.g. end position
1041JE after the very last instruction in module 1J, or (3) ata
specific line number [, within module U. The indication of
line number L is after a beginning position 1041JB in module
1J (i.e. after line number 1) and before an ending position
1041JE in module 1J (i.e. before a total number T of lines of
instructions in source code form in module 1J). Thus the line
number L is an indication of a specific position after line
number 1 of the first line in module 1J and before line number
T of'the last line of instructions in source code form in module
11, ie. 1<L<T.

Customization 112 of some embodiments may be imple-
mented as a 3-tuple which includes: (1) a name of module 1J
of source code in application software 102, (2) an indication
of a specific position in the module 1J (e.g. line 7, or a begin-
ning position 1041JB or end position 1041JE), and (3) a name
of a file which contains additional software in source code
form. In one illustrative example, a file which contains addi-
tional software in source code form (“additional source
code”) is named RowlInitatl.ine7 and a 3-tuple form of cus-
tomization 112 is (Rowlnit, Line 7, RowlnitatLine7),
wherein “Rowlnit” uniquely identifies a specific module in
the application software 102.

As noted above, in some embodiments, customization 112
is implemented to include a name of a component I that
includes module U. Hence, when implemented as a 3-tuple,
such a customization 112 includes the module name and the
component name in a single text string, with the two names
being demarcated by a slash (or another such predetermined
character) therebetween, thereby to form a single element of
the 3-tuple. For example, if a module RowInit in the compo-
nent EMPLOYEE_PROFILE is to be customized, a 3-tuple
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form of customization 112 is (EMPLOYEE_PROFILE/Row-
Init, Line 7, Rowlnitatline7). Many embodiments implement
customization 112 as a 4-tuple in which the module name is
one element of the 4-tuple and the component name is another
element of the 4-tuple, an example of which is: (EMPLOY-
EE_PROFILE, Rowlnit, Line 7, Rowlnitatl.ine7). In some
embodiments, elements of a tuple that implement customiza-
tion 112 may include not only the above-described name(s),
but also paths, e.g. an element of such a tuple that includes a
file name RowlnitatLine7 to identify the additional source
code may include therein a directory or folder, and a path
thereto which is local or remote (e.g. URL), as apparent in
view of this description.

In several embodiments, the “n” elements of a tuple in a
customization 112 are received as user input by computer(s)
200 via corresponding “n” or more fields in a graphical user
interface (GUI) screen. Such a GUI screen is implemented in
some embodiments in the form of a web page prepared by
customization manager 103 in computer(s) 200 and displayed
to customer’s employee 111 by a browser in computer 110.
Hence, in an act 231 (FIG. 2), customization manager 103 of
some embodiments receives, via a field in the GUI screen, a
name of a component, e.g. component 1. And, in an act 232,
customization manager 103 receives, via another field in the
GUI screen, a name of a module, e.g. module 1J in the com-
ponent I (as noted above, component | was specified by user
input received in act 231). In an act 233, customization man-
ager 103 receives, via still another field in the GUI screen, an
indication of a specific position in the module 1J, e.g. begin-
ning position 1041JB, in-between position at line number L or
end position 1041JE (as noted above, module 1J was specified
by user input received in act 232). Moreover, in an act 234,
customization manager 103 receives, via yet another field in
the GUI screen, at least a name of a file containing the addi-
tional source code 113 (to be added to module 1J).

At the end of act 234, several embodiments of customiza-
tion manager 103 stores in a database 120, the information
received as user input in acts 231-234 as being associated
with one another, namely as a customization 112 in database
120. Customization 112 is stored in a predetermined data
structure in database 120, e.g. when database 120 is imple-
mented as a hierarchical database in some embodiments,
while in other embodiments customization 112 is stored in a
row of a table in database 120, with one column for each
element of the n-tuple in customization 112, e.g. when data-
base 120 is implemented as a relational database which is
accessible by executing software of a relational database
management system (RDBMS), such as Oracle 11gR2 avail-
able from Oracle Corporation of Redwood Shores, Calif.

After act 234, in an act 234 A, customization manager 103
checks if the customization 112 is activated by user input.
Depending on the embodiment, customizations may be acti-
vated by user input, individually for a specific customization
or in a group of multiple customizations. Group activation of
customizations may be supported, for example, at a module
level, or at a component level, depending on the embodiment.
Certain embodiments support activation of customizations at
acomponent level e.g. via user input in status field 311 shown
in FIGS. 3A and 3C, as follows.

In one illustrative example, user input in a field 311 (FIG.
3A) indicates that customizations of a specific component,
suchas “EMPLOYEE_PROFILE” are inactive, in which case
branch 234B is taken to act 236 (described below). As another
example, user input in field 311 (FIG. 3C) may indicate that
customizations of a specific component, such as “EMPLOY-
EE_PROFILE” are active, in which case branch the customi-
zation manager goes from act 234A to act 235 (described
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below). Selective activation or inactivation based on user
input as just described enables a customer to easily and
quickly respond to changes in requirements by the customer’s
business (e.g. a previously-applied customization may no
longer be needed, or vice versa). More specifically, user input
indicating a customization as inactive returns operation of
application software to the original version 102 (i.e. a version
transmitted by vendor’s computer 100).

In act 235, customization manager 103 prepares a custom-
ized component 1041 (which therefore results in a custom-
ized version of application software 106) in any manner
appropriate, to execute the additional software (specified by
user input received in act 234) when executing a new version
of'the module 1J (specified by user input received in act 232),
at the specific position (specified by user input received in act
233). The manner in which a customized version of applica-
tion software 106 (FIG. 1B) is prepared can be different,
depending on the embodiment, as follows.

In several embodiments, customization manager 103
inserts additional software 113 directly in an in-line manner at
the specific position in application software 102 (thereby to
obtain customized version 106), e.g. as shown by additional
software 113 which has been inserted in-line, between lines 7
and 8 of module 1021J as shown in FIG. 3E. In certain other
embodiments, customization manager 103 inserts a function
call (not shown) at the specific position in application soft-
ware 102 (thereby to obtain customized version 106), and it is
the inserted function call that in turn invokes execution of
additional software 113 when executing the new version of
module IJ.

In some embodiments, additional software 113 is inserted
into a new version of the module 1J (e.g. between lines 7 and
8 as shown in FIG. 3E), while in alternative embodiments
additional software 113 may be inserted into a different mod-
ule which may be selected based on always preceding or
always following module 1J in situations wherein the specific
position happens to be at the beginning or at the end of module
1J. In these alternative embodiments, insertion at the begin-
ning of module 1J is equivalent to insertion at the very end of
a preceding module 1J-1 (in situations wherein execution of
module 1J always follows execution of preceding module
1J-1) and similarly insertion at the beginning of the module 1J
is equivalent to insertion at the very end of a following module
1J+1 (in situations wherein execution of module 1J is always
followed by execution of the following module 1J+1).

In view of the description in the preceding paragraph, it is
readily apparent that customization manager 103 may pre-
pare customized application software 106 that is to execute
the additional software 113 in any manner (e.g. by insertion of
the additional software 113 directly in an in-line manner into
any of modules 1J-1, 1J, 1J+1, or e.g. by insertion of the
additional software 113 indirectly as a function call to invoke
execution of the additional software 113), when executing
application software 102 at the user-specified position (e.g.
beginning position 1041JB, in-between position at line num-
ber L or end position 1041JE).

At this stage, computer(s) 200 may optionally display the
source code of customized module 1041) (FIG. 1), e.g. viaa
browser that renders web pages on a video monitor 1112 of
computer 110 for review and approval by an employee 111 of
the customer, e.g. in response to user input requesting the
display. In many embodiments, the source code of module
1021J which is received as a portion of component 1021 in
generic application software 102 supplied by the software
vendor, and the additional source code 113 which is received
from the customer’s employee 111 are both expressed in a
common high-level programming language. Thus, the cus-
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tomer’s employee 111 may review and understand custom-
ized module 1041) after it’s been customized by insertion of
additional source code 113 into module 1021J.

When there is only one customization in database 120,
customized component 1041 includes, in addition to custom-
ized module 1041) (FIG. 1), one or more modules 11, 17 that
are unchanged (when there is no applicable customization
thereto). When there are multiple customizations of a com-
ponent 1021, a corresponding customized component 1041
obtained by modification thereof includes one or more cus-
tomized modules and any modules that remain unchanged
(again, if there is no applicable customization thereto). Also,
when multiple components are customized, customized
application software 106 includes all corresponding custom-
ized components obtained by modification thereof, and fur-
ther includes any components that remain unchanged.

In several embodiments, computer(s) 200 include a com-
piler 115 that can compile source code expressed in the com-
mon high-level programming language described above. In
such embodiments, compiler 115 may be transmitted by ven-
dor’s computer 100 to computer(s) 200 for use therein to
compile the customized components. A common high-level
programming language of compiler 115 can be, for example,
the language PeopleCode which is an object-oriented lan-
guage for writing software to implement business logic in one
or more computers, for PeopleSoft applications. Thus, in an
act 238 (FIG. 2), customization manager 103 compiles at
least one customized module 1041J, by using thereon com-
piler 115, to obtain compiled code of a customized compo-
nent 1051 in an executable application 105, followed by
storing the executable application 105 in a non-transitory
computer-readable storage media, such as memory 1106 (e.g.
implemented as a RAM or a ROM, depending on the embodi-
ment).

After act 235, customization manager 103 of some
embodiments perform an optional act 236 to check if any
more modules are to be customized and if so return to act 232
(described above). Moreover, after act 236, customization
manager 103 of some embodiments is programmed with an
optional act 237 to check if any more components are to be
customized and if so return to act 231 (described above). An
executable application 105 (FIG. 1B) created by customiza-
tion manager 103 in act 238 is thereafter executed in act 239
(FIG. 2) in the normal manner, including execution of cus-
tomized component 1051 (in turn including execution of
customized module 1J). Execution of executable application
105 generates output 114A, 114B that is different for the
respective employees 111A, 111B of different customers A,
B, depending on their corresponding additional software
113 A, 113B which may be executed differently relative to the
same generic application software 102, depending on their
respective customizations 112A, 112B as illustrated in FIG.
1A.

Use of one or more field(s) in one or more GUI screen(s) to
receive one or more customization(s) 112 as described above
in reference to FIG. 2 is required initially, to prepare a data-
base 120 in which the following items of information are
related to one another: component name, module name, spe-
cific position in module, and identifier of additional software.
The just-described items may be stored in columns of a table
or a materialized view in a relational database, wherein each
row identifies one customization. After the customization(s)
112 are stored in database 120, they may be used repeatedly
(with or without user-specified updates thereto), to change
multiple versions of the application software.

In several embodiments, user input on customizations is
received via one or more webpage(s) generated by customi-
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zation manager 103 (FIG. 2), which is/are displayed by a
browser in computer 110 (FIG. 1) on a video monitor 1112 as
ascreen 103A (FIG. 3A). Screen 103 A includes a field 301 in
which employee 111 can identify a component, such as the
component named EMPLOYEE_PROFILE, e.g. by typing in
the name using a keyboard, or by selecting the name by using
a cursor control 1113 (such as a mouse). In an example
illustrated in FIG. 3A, displayed adjacent to field 301 is a
down-arrow icon 323 that can be operated by placing a cursor
thereon and clicking a button on the mouse, to display a
drop-down list box 301D (FIG. 3B). Drop-down list box
301D displays several components of application software
supplied by a software vendor to a customer that are available
for customization by employee 111.

In several embodiments, all components in a set of com-
ponents of the application software are displayed in drop-
down list box 301D of screen 103A, although in certain
embodiments only components in a subset (in the set of
components of the application software) that was selectively
made available by the vendor are displayed by customization
manager 103 in the drop-down list box 301D. In the just-
described certain embodiments, some components which are
not in the displayed subset but included in the set of all
components are not displayed in box 301D (i.e. hidden from
display), as being not customizable by employee 111.

The application software may be, for example, software for
an Enterprise Resource Planning (ERP) application, such as
PeopleSoft and its components can be any application pages
such as, Employee Profile 102A (FIG. 5B), Expense Reports
1021 (FIG. 5B), Journal Entries 102N (FIG. 5B) etc. When a
specific component is selected in field 301, a description of
the component is displayed by customization manager 103 in
field 320. At an initial stage, when there is no customization of
user-selected component (e.g. component EMPLOY-
EE_PROFILE identified by the user input in field 301), there
are no customizations in database 120 (FIG. 2), and hence a
form 309 is displayed in screen 103B, with blank fields 302A,
306A, etc to be used to receive user input on a customization.
For example, form 309 includes a field 302A to receive user
input identifying a module to be customized in the user-
selected component, fields 303A, 304 A, 305A to receive user
input identifying a specific position within the component
identified in field 302A, and a field 306 A to receive user input
identifying a file of additional software to be added to the
component identified in field 302A at a position identified in
one of fields 303 A, 304A or 305A.

In form 309, a magnifying-lens icon 302D is displayed
located adjacent to field 302A (FIG. 3A), operation of which
(by clicking on a mouse, with cursor on the icon) displays a
file system window (not shown) in which are displayed sev-
eral modules of the user-selected component any one of
which can be selected in the normal manner, for use in cus-
tomization by employee 111. In several embodiments, the file
system window displays a path to a directory and names of
files in the directory, in a manner similar to drop-down list box
301D, as follows. Specifically, in the several embodiments,
all modules in a set of modules of a user-selected component
1 are displayed in the file system window (not shown),
although in certain embodiments only modules in a subset (in
the set of modules of the user-selected component I) that has
been selectively made available by the vendor of the software
are displayed by customization manager 103 in the file sys-
tem window (FIG. 3B). As noted above, in the just-described
certain embodiments, some modules which are not in the
displayed subset but included in the set of all modules of
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component I are not displayed in the file system window (i.e.
hidden from display), as being not customizable by employee
111.

Although certain illustrative features have been described
above in reference to FIG. 3A, other features may be used in
other embodiments of screen 103A. For example, other
embodiments may display in screen 103A, a down-arrow
icon 323 instead of a magnifying-lens icon 302D and vice
versa. Moreover, instead of displaying a drop-down list box in
screen 103 A, on operation of icon 302D other embodiments
may open a file system window to receive user input identi-
fying a path to a file in a directory of the file system, or
alternatively receive a uniform resource locator (URL). Simi-
larly, instead of displaying a file system window on operation
of magnifying-lens icon 302D, other embodiments may dis-
play a drop-down list box.

In an example illustrated in FIG. 3C, user input in field
302A of customization form 309A has selected “Rowlnit” as
the module to be customized. In addition, user input in cus-
tomization form 309A, by clicking the mouse with the cursor
on field 303 A, selects “Beginning” as a specific position in
the module to be customized (i.e. module Rowlnit). Instead of
“Beginning”, user input can select the specific position to be
“End” by clicking on field 304 A or select the specific position
to be “In Between” by clicking on field 305A (to be followed
by identifying a line number L in another field, as illustrated
by field 308B in customization form 309B shown in FIG. 3D).

Referring back to the example of FIG. 3C, user input in
field 306 A of customization form 309A (in a manner similar
or identical to field 302A or field 301) has selected a file
named “StartofRowlnit” as containing the additional soft-
ware to be added to the to-be-customized module (i.e. module
Rowlnit) at the specific position (i.e. Beginning) Thus, user
input in the fields 302A, 303 A, and 306A of customization
form 309 A has uniquely identified a customization 112 as the
following 4-tuple: (EMPLOYEE_PROFILE, Rowlnit,
Beginning, StartofRowlInit). At this stage, employee 111 may
provide user input in a field 311 (FIGS. 3A, 3B) to change the
status of the newly-created customization 112 from “Inac-
tive” to “Active” (FIG. 3C), which instructs customization
manager 103 to perform act 238 (described above in reference
to FIG. 2). Alternatively, as per act 236 (FIG. 2), employee
111 may provide user input for additional customizations, in
customization forms 309B and 309C (in a manner similar or
identical to form 309A), as illustrated in FIG. 3D and then
change the status for all these newly-created customizations
from “Inactive” to “Active.”

At any stage after a customization form 309A, 309B or
309C is completed, computer(s) 200 may optionally display
the source code of the respective customized module on a
video monitor 1112 in response to user input, e.g. by clicking
ona corresponding link 307A, 307B or 307C in the respective
form 309A, 309B or 309C. FIG. 3E illustrates one such
display in response to employee 111 clicking on link 307B
(FIG. 3D), wherein vendor-supplied software of module
1021J named “Rowlnit” has been customized at line 7 by
insertion of additional source code 113 from the file named
“Rowlnitatline7” to obtain the customized module 104U.

In a display of the type illustrated in screen 103E (see FIG.
3E), employee 111 may change the specific position at which
the additional software is inserted, e.g. by moving the mouse
to place the cursor on any line (which is different from line
number L identified in field 308B) and operating a mouse
button thereon, following which the corresponding customi-
zation is automatically changed by customization manager
103. For example, if employee 111 places the cursor on line 4
(shown in the left column of FIG. 3E) and clicks on a mouse
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button, the additional source code 113 is automatically
removed from line 7 and inserted between line 3 and line 4 (as
shown in FIG. 3F), and in response to employee 111 closing
this screen 103E, the field 308B is automatically updated
from line 7 in earlier-displayed screen 103D now updated to
line 4 in screen 103G (see FIG. 3G). In the screen 103F
illustrated in FIG. 3F, all newly-inserted lines of source code
of'additional software 113 are shown without line numbers in
a column in the left side of screen 103F, and the source code
of application software in module 1021J are shown with line
numbers in the just-described column.

In some embodiments, a generic version of application
software (“existing generic application software”) 102 is ini-
tially customized in an act 235 (FIG. 2) by application of
customizations received via user input as per acts 231-234
(FIG. 2), to obtain an existing customized version of applica-
tion software 106 (FIG. 4A). Subsequently, a new generic
version of application software 117 is received by com-
puter(s) 200, followed by retrieval from database 120 by
customization manager 103 of one or more previously-ap-
plied customizations that are applicable to the new generic
version. The retrieved customizations 119 are displayed and
optionally updated as per user input 118 received from
employee 111, and when the user input includes approval
they are applied by customization manager 103 to the new
generic version of application software 117 resulting in a new
customized version of application software 116 (FIG. 4A),
for example as described below in reference to FIG. 4B.

Customizations 112 and additional software 113 of most
embodiments are stored independent of and in addition to
existing customized application software 106, ¢.g. by being
stored in a database 120 and/or in a file system 130, which
may be implemented on one or more non-transitory storage
media such as a hard disk accessible to computer(s) 200.
Specifically, in several embodiments, additional software 113
of each customization is modularized and stored separately
(e.g. in database 120 as a large object or LOB, or in file system
130 as a file), which prevents the additional software 113
from being overwritten when existing customized application
software 106 is upgraded by (e.g. overwritten by) new generic
application software 112.

Hence, any customization 119 that was previously applied
to customize existing generic application software 106 is
available for application (on approval by user input, with or
without being updated by additional user input 118) on the
new generic application software 112, e.g. when the new
generic version has modules of names identical to names of
modules in the existing generic version. In several such
embodiments, customization manager 103 displays on moni-
tor 1112 any previously-applied customizations 119 that are
applicable to the new generic version of application software
117. In this manner, customization manager 103 eliminates a
need for employee 111 to manually maintain a list of cus-
tomizations.

Customizations which are displayed for user approval are
selected in some embodiments, by matching module names in
the new generic version of application software 117 to mod-
ule names identified in customizations stored in the database
120. Although module names are compared for being identi-
cal to one another in the two versions in some embodiments,
to identify applicability of existing customizations to new
generic application software 112, other embodiments enable
module names to differ across the two versions, e.g. by use of
a map that identifies for each module in the new generic
application software 112 a corresponding module in existing
generic application software 106. Hence, such a map is trans-
mitted from vendor’s computer 100 to computer(s) 200,
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either internal to or external to new generic application soft-
ware 112, depending on the embodiment.

Furthermore, storage of customizations 112 in database
120 enables each of customers A and B to independently
isolate and track custom changes required only by that cus-
tomer [ (wherein [=A or I=B), which helps in applying main-
tenance patches provided by software vendors, and enables
each customer I to reapply their custom changes with less
efforts and time. Moreover, when a customer [ upgrades to the
new generic version of application software 102, their own
customizations are easily re-applied with minimal time and
effort. Thus, use of customization manager 103 results in
substantial savings in terms of time and effort and minimize
the total cost of ownership of application software.

Thus, after one or more customization(s) 112 (FIG. 1B) are
created and stored in database 120 as described above in
reference to act 234 in FIG. 2, the stored customization(s) are
initially applied as per act 235 (FIG. 2) to existing generic
application software 102 (FIG. 4A) and subsequently these
previously-applied customizations are re-applied to new
generic application software 117 (FIG. 4A) when com-
puter(s) 200 are programmed with a method 400, which
includes acts 401-408 (FIG. 4B). In method 400, a new ver-
sion of application software 117 is transmitted from vendor’s
computer 100 and received by computer(s) 200 in an act 401
(FIG. 4B). After receipt of the new version of application
software 117, in an act 402, customer’s computer(s) 200 use
database 120, to identify for each component received in act
401, any customizations thereof present in database 120,
based on the component names being identical (e.g. by com-
paring each component’s name in the new version of appli-
cation software 117 with each component’s name in the exist-
ing version of application software 102).

For application software in which modules are grouped
into components, computer(s) 200 loops over each compo-
nent I received in act 401, and within the loop for each
component I computer(s) 200 further loops over each module
1T received in act 401, and executes an SQL query on database
120 to identify module names that are identical to retrieve
their corresponding customizations (i.e. identify those
n-tuples in database 120 in which the name of component I is
one of the elements, and the name of module 1] is another of
the elements that respectively match a component name and
a module name in the new version of application software
117). In an example described above, computer(s) 200 iden-
tify in act 402 three customizations (see forms 309A, 309B
and 309C in FIG. 3D) for component EMPLOYEE_PRO-
FILE, and module Rowlnit. In some embodiments, on
completion of the looping described in this paragraph, com-
puter(s) 200 identify all customizations in database 120 that
identically name a module in new version of application
software 117. Only previously-applied customizations 119 in
database 120 which are applicable to new generic application
software 117 are identified in act 402 (i.e. customizations of
any modules of existing generic application software 102 in
database 120 which are not named identically as modules of
new generic application software 117, are thus not identified
in act 402).

Also, at this stage, an element in each customization iden-
tified on completion of act 402, identifies a specific position
within existing generic application software 102 (although at
this stage, not within new version of application software 117
in which the identically named module may or may not have
changed e.g. by addition of new lines and/or by deletion of
existing lines of code). Hence, in an act 403, the previously-
applied customizations retrieved from database 120 by act
402 are displayed by customization manager 103 to employee



US 9,274,790 B2

13

111. In several embodiments of act 403, computer(s) 200
prepare screens to display to employee 111 (e.g. via a browser
in computer 110), for each previously-applied customization
119, at least a name of a module and a specific position (e.g.
beginning, end, or at a line number) at which additional
software was previously inserted (to prepare an existing ver-
sion of customized module).

A specific format in which one or more previously-applied
customizations 119 (FIG. 4A) are displayed on video monitor
1112 can be different, depending on the embodiment. A sub-
set of previously-applied customizations 119 (FIG. 4A)
which are to be applied at a boundary of a module (e.g. at the
beginning of a module before the first line therein or at the end
of the module after the last line therein) are unlikely to be
updated by customer’s employee 111 regardless of whether
or not the corresponding module has been changed by
employee 101 of the software vendor, and hence in some
embodiments this subset is displayed by customization man-
ager 103 in a table of the type shown in screen 411 (FIG. 4C).
Customizations 119 which are not at module boundaries, i.e.
applicable at a line number L. between the beginning and the
end of a module, are more likely to be updated by employee
111 if the module has been changed by the vendor, and hence
in such embodiments each customization in this subset is
displayed by customization manager 103 in its own panel in
another screen 412 (FIG. 4D) which displays a list of panels.
Instead of the just-described two-screen display, certain
embodiments may display all previously-applied customiza-
tions 119 (FIG. 4A) in a single screen, similar or identical to
the above-described screen 103D (FIG. 3D).

When one or more customizations 119 (FIG. 4A) are dis-
played (as per act 403), employee 111 can change a customi-
zation, e.g. by changing a previously-specified position
which may be at a beginning of a module (e.g. see field 303A
in screen 309A) to a newly-specified position which may be
in between the beginning and the end of the module (e.g. at
line number 7, as shown in field 305B in FIG. 3D) or vice
versa. In response to any change in a customization 119
indicated by user input 118, computer(s) 200 update that
customization 119 in database 120 correspondingly. For
example, a change in a specific position at which additional
software is to be executed may be necessitated, for example,
if a new version of the module (e.g. module RowInit in FIG.
3D) contains new instructions at the beginning, in which case
employee 111 may specify that the additional software 113 is
to be executed after these new instructions (e.g. change from
beginning to in-between at a user-specified line number). As
per branch 404B (FIG. 4B), employee 111 may make any
number of changes to displayed customizations, and each
change made by user input 118 is in turn used by computer(s)
200 to update the corresponding customization in database
120 and the updated customization is used to customize the
new generic application software 117.

As noted above, customizations that were previously
applied at a boundary of a module are unlikely to be changed
and to facilitate speedy approval in such situations, screen
411 (FIG. 4C) includes a table with one row for each cus-
tomization at module boundary, in the following four col-
umns: Component column 411A, Module column 411C,
Beginning column 411D, and End column 411E. Component
column 411A displays names of components in the applica-
tion software to which at least one customization in database
120 is found to be applicable. Module column 411C displays
names of modules in the application software to which at least
one customization in database 120 is found to be applicable.
Beginning column 411D indicates by presence of a check
mark therein that additional software identified by the cus-
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tomization is to be inserted at the beginning of the module
identified in the module column 411C. End column 411E
indicates by presence of a check mark therein that additional
software identified by the customization is to be inserted at
the end of the module identified in the module column 411C.

In each row of the table in screen 411, a check mark is
present in only one of the Beginning column 411D or End
column 411E, not both (in situations wherein the additional
software is to be executed at the identified module’s bound-
ary). In addition to the above-described four columns, the
table in screen 411 of some embodiments may include an
additional column, namely Preview Code column 411F, with
a hyperlink in each row clicking on which opens a screen of
the type illustrated in FIGS. 3E and 3F. In some embodiments,
application software 102 is event oriented and in such
embodiments, screen 411 includes an additional column in
the table, namely Event column 411B, in which the names of
events are displayed, whereby a module in a row is invoked by
the application software (e.g. written in PeopleCode) on
occurrence of a corresponding event identified in that row.

As shown in FIG. 4C, screen 411 displays a button 411R
labeled “Re-Apply”, operation of which causes customiza-
tion manager 103 to take branch 404A (FIG. 4B), from act
403 to act 405 in which all module boundary customizations
shown in screen 411 are applied to the new version of appli-
cation software 117. Note that operation of button 411R
labeled “Re-Apply” provides user input as an indication to
computer(s) 300 that the specific position is unchanged in the
previously-applied customization(s) which are currently dis-
played in screen 411. Hence, least for the modules identified
in the previously-applied customization(s) displayed in
screen 411, the corresponding additional software has been
approved by the user, for execution at the same respective
specific position(s) in new version of application software
117 (FIG. 4A) as in the existing version of application soft-
ware 102.

In some embodiments, just before performing act 405
(FIG. 4B), the above-described act 234A is performed, to
check if the customization(s) is/are indicated as activated
(e.g. viauser input in status field 311, shown in FIGS. 3A and
3C). Then, in act 405, in a manner similar to that noted above
for act 235, the previously-applied customizations shown in
screen 411 are now re-applied, e.g. directly by insertion of the
additional software 113 identified by each previously-applied
customization 119 (FIG. 4A), into corresponding modules of
the new generic application software 117 (or indirectly by
insertion of a function call to invoke execution of additional
software 113, as noted above).

After the (direct or indirect) insertion in act 405, in several
embodiments, customization manager 103 goes to act 403 to
display in screen 412 (FIG. 4D), one or more previously-
applied customization(s) that were identified in act 402 and
are still to be applied. For example, in act 403, one or more
previously-applied customizations 119 (FIG. 4A) which are
to be applied at a specific line number within each module are
displayed, as illustrated in screen 412 (FIG. 4D). Screen 412
of'some embodiments includes multiple panels, one panel for
each customization 119, wherein a first panel 413 displays the
following fields: Component 413A, Event 413B, Module
413C, Line Number 413D, and Preview Code 413E. As noted
above, Preview Code 413E has a hyperlink which opens a
screen of the type illustrated in FIGS. 3E and 3F.

Line Number 413D is a field that is editable by user input.
Thus, depending on whether or not application software has
changed in Module 413C, employee 111 may or may not
change field 413D, and then operate the re-apply button 413F.
User input to update field 413D may be provided directly by
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employee 111 typing a number on a keyboard, or provided
indirectly by employee 111 clicking on a mouse button in a
preview screen 103E illustrated in FIG. 3E which automati-
cally moves the previously-applied software to a new line in
screen 103F illustrated in FIG. 3F, as described above. Inde-
pendent of a specific mechanism by which the user input is
provided to update field 413D, such an update is an indication
of'a change in the specific position at which the new version
of application software 117 (FIG. 4A) is to execute the cor-
responding additional software 113. Hence, a specific posi-
tion in the existing version of application software 102 is
changed to a new specific position in the new version of
application software 117, based on the just-described indica-
tion. More specifically, operation of button 413F results in the
specific position that was previously stored in database 120
being overwritten by a new specific position identified by user
input in field 413D. Moreover, this new specific position is
thereafter used in application of the customization, specifi-
cally by inserting the additional software into the new generic
application software 117, at the new specific position.

Note that panel 413 displays a re-apply button 413F which
is individually operable to re-apply a customization as dis-
played in panel 413 independent of any other customization.
To cover situations in which there are no changes needed for
all previously-applied customizations 119, screen 412
includes a button 414 operable to re-apply all customizations
displayed in screen 412. Operation of button 414 eliminates
the need for employee 111 to operate individual re-apply
buttons 413F in each individual panel in screen 412 for each
customization. Screen 412 also includes a cancel button 415
operable to cancel all customizations displayed in screen 412.

After insertion in act 405, customization manager 103 goes
via branch 406 A (FIG. 4B) to act 407 to compile the custom-
ized modules (in a manner similar or identical to act 238
described above in reference to FIG. 2). In some embodi-
ments, the compilation in act 407 is performed in response to
the status (in field 311 in FIG. 3A) being changed from
“Inactive” to “Active” (as shown field 311 in FIG. 3C). In
some embodiments, the compilation in act 407 is performed
on a version of the application software that is applicable to a
market which is specified in field 312 (FIG. 3C). For example,
when the market is specified in field 312 to be global, then the
customizations all applied to versions of the application soft-
ware, regardless of locale. But if a market specified in field
312 is, for example, “North America” then compilation in act
407 is performed on only one version of the application
software (which is pre-configured, to be executed by employ-
ees 111 who are known to be physically located in the conti-
nent of North America). After act 407, the executable gener-
ated by act 407 is executed in act 238 in the normal manner,
thereby to execute the new version of the application software
116 customized by the customizations 119.

The act(s) illustrated in FIGS. 2 and 4B may be used to
program one or more computer(s) 200 each of which may be
implemented as illustrated in FIG. 5A and discussed below.
Thus, depending on the embodiment, computer(s) 110 used
by a customer’s employee(s), and/or computer(s) 200 used in
a cloud may be programmed to perform one or more or all of
acts 231-239, and 401-408 in whole or in part, and in any
combination with one or more hardware components
described in reference to computer(s) 200 below.

In some embodiments, computer(s) 200 includes a bus
1102 (FIG. 5A) or other communication mechanism for com-
municating information, and one or more processor(s) 1105
coupled with bus 1102 for processing information. Com-
puter(s) 200 uses (as the above-described memory) a main
memory 1106, such as a random access memory (RAM) or
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other dynamic storage device, coupled to bus 1102 for storing
information and instructions (e.g. to perform act(s) of FIGS.
2A and 3A) to be executed by processor(s) 1105.

Main memory 1106 (FIG. 5A) also may be used for storing
temporary variables or other intermediate information during
execution of instructions (e.g. in modules 461-466) by pro-
cessor 1105. Computer(s) 200 further includes a read only
memory (ROM) 1104 or other static storage device coupled to
bus 1102 for storing static information and instructions for
processor 1105, such as software in the form of a browser. A
storage device 1110, such as a magnetic disk or optical disk,
is provided and coupled to bus 1102 for storing information
and instructions.

Computer(s) 200 (FIG. 5A) may be coupled via bus 1102 to
a display device or video monitor 1112 such as a cathode ray
tube (CRT) or a liquid crystal display (LCD), for displaying
information (e.g. via a browser) to a computer user (e.g. user
111) on the display 1112. An input device 1114, including
alphanumeric and other keys (e.g. of a keyboard), is coupled
to bus 1102 for communicating information (such as user
input, e.g. from any user 111) to processor 1105. Another type
of user input device is cursor control 1113, such as a mouse
(described above), a trackball, or cursor direction keys for
communicating information and command selections to pro-
cessor 1105 and for controlling cursor movement on display
1112. This input device typically has two degrees of freedom
intwo axes, a first axis (e.g., x) and a second axis (e.g., y), that
allows the device to specify positions in a plane. In addition to
display device 1112 on which output 114A, 114B (FIG. 1A)
may be displayed, computer(s) 200 may include a speaker
(not shown) as another output device for use by processor
1105 in interacting with any user(s) 111 (such as respective
employees 111A, 111B).

As described elsewhere herein, execution of customization
manager 103 (FIG. 4B) in computer(s) 200 (FIG. 5A) may be
implemented by one or more processor(s) 1105 executing one
or more sequences of one or more instructions that are con-
tained in main memory 1106. Such instructions may be read
into main memory 1106 from another non-transitory com-
puter-readable storage medium, such as storage device 1110.
Execution of the sequences of instructions contained in main
memory 1106 causes processor 1105 to create, store and
update customizations, and to create customized component
1041 and customized application software 106 as illustrated
in FIGS. 2 and 4B and/or to display screens as illustrated in
FIGS. 3A-3G. In alternative embodiments, hard-wired cir-
cuitry may be used in place of or in combination with soft-
ware instructions to perform act(s) illustrated in FIGS. 2 and
4B.

The term “non-transitory computer-readable storage
media” as used herein refers to any non-transitory storage
media that participate in providing instructions to processor
1105 for execution. One or more such non-transitory storage
media may take many forms, including but not limited to (1)
non-volatile storage media, and (2) volatile storage media.
Common forms of non-volatile storage media include, for
example, a floppy disk, a flexible disk, hard disk, optical disk,
magnetic disk, magnetic tape, or any other magnetic medium,
a CD-ROM, any other optical medium, punch cards, paper
tape, any other physical medium with patterns of holes, a
PROM, and EPROM, a FLASH-EPROM, any other memory
chip or cartridge that can be used as storage device 1110, to
store program code in the form of instructions and/or data
structures and that can be accessed by computer(s) 200. Vola-
tile storage media includes dynamic memory, such as main
memory 1106 which may be implemented in the form of a
random access memory or RAM.
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Instructions to processor 1105 can be provided by a trans-
mission link or by a non-transitory storage medium from
which a computer can read information, such as data and/or
code. Specifically, various forms of transmission link and/or
non-transitory storage medium may be involved in providing
one or more sequences of one or more instructions to proces-
sor 1105 for execution. For example, the instructions may
initially be comprised in a non-transitory storage device, such
as a magnetic disk, of a remote computer. The remote com-
puter can load the instructions into its dynamic memory
(RAM) and send the instructions over a telephone line using
a modem.

A modem local to computer(s) 200 (FIG. 5A) can receive
information about a change to a collaboration object on the
telephone line and use an infra-red transmitter to transmit the
information in an infra-red signal. An infra-red detector can
receive the information carried in the infra-red signal and
appropriate circuitry can place the information on bus 1102.
Bus 1102 carries the information to main memory 1106, from
which processor 1105 retrieves and executes the instructions.
The instructions received by main memory 1106 may option-
ally be stored on storage device 1110 either before or after
execution by processor 1105.

Computer(s) 200 (FIG.5A) also includes a communication
interface 1115 coupled to bus 1102. Communication inter-
face 1115 provides a two-way data communication coupling
to a network link 1120 that is connected to a local network
1122. Local network 1122 may interconnect multiple com-
puters (as described above). For example, communication
interface 1115 may be an integrated services digital network
(ISDN) card or a modem to provide a data communication
connection to a corresponding type of telephone line. As
another example, communication interface 1115 may be a
local area network (LAN) card to provide a data communi-
cation connection to a compatible LAN. Wireless links may
also be implemented. In any such implementation, commu-
nication interface 1115 sends and receives electrical, electro-
magnetic or optical signals that carry digital data streams
representing various types of information.

Network link 1120 (FIG. 5A) typically provides data com-
munication through one or more networks to other data
devices. For example, network link 1120 may provide a con-
nection through local network 1122 to a host computer 1125
or to data equipment operated by an Internet Service Provider
(ISP) 1126. ISP 1126 in turn provides data communication
services through the world wide packet data communication
network 1124 now commonly referred to as the “Internet”.
Local network 1122 and network 1124 both use electrical,
electromagnetic or optical signals that carry digital data
streams. The signals through the various networks and the
signals on network link 1120 and through communication
interface 1115, which carry the digital data to and from com-
puter(s) 200, are exemplary forms of carrier waves transport-
ing the information.

Computer(s) 200 (FIG. 5A) can send messages and receive
data, including program code, through the network(s), net-
work link 1120 and communication interface 1115. In the
Internet example, a server 1100 might transmit information
retrieved from RDBMS database through Internet 1124, ISP
1126, local network 1122 and communication interface 1115.
The instructions for performing the operations of FIG. 2 or 4B
may be executed by processor 1105 as they are received,
and/or stored in storage device 1110, or other non-volatile
storage for later execution. In this manner, computer(s) 200
may additionally or alternatively obtain instructions and any
related data.
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FIG. 5A is a very low-level representation of many hard-
ware components of one or more of computer(s) 200
described above in reference to FIGS. 1, 2, 3A-3G, and
4A-4D. Several embodiments have one or more additional
software components in main memory 1106 as shown in FIG.
5B. In addition to main memory 1106, computer(s) 200 may
include one or more other types of memory such as flash
memory (or SD card) and/or a hard disk and/or an optical disk
(also called “secondary memory”) to store data and/or soft-
ware for loading into memory 1106 (also called “main
memory”) and/or for use by processor(s) 1105. In some
embodiments, computer(s) 200 of FIG. 5A implements a
relational database management system 1130 (FIG. 5B) to
manage data in one or more tables of a relational database 120
of the type illustrated in FIG. 5B. Such a relational database
management system may manage a distributed database sys-
tem that includes multiple databases, each table being stored
on different storage mechanisms.

In some embodiments, the multiple databases are made to
appear as a single database. In such embodiments, processor
1105 can access and modify the data in a relational database
120 via RDBMS 1130 (FIG. 5B) that accepts queries from
various modules 11-1Z (FIG. 4A) in conformance with a rela-
tional database language, the most common of which is the
Structured Query Language (SQL). The commands are used
by processor 1105 of some embodiments to store, modify and
retrieve customizations 112A, 112B (FIG. 1A) in the form of
rows in tables in relational database 120 and additional soft-
ware 113A, 113B (FIG. 1A) in the form of LOBs.

Relational database management system 1130 (FIG. 5B)
further includes output logic that makes the data in a database
table of relational database 120 available to a user via a
graphical user interface that generates a screen on a video
monitor display 1112, such as the screens illustrated in FIGS.
3A-3G and 4C-4D. In one example, the output logic of com-
puter(s) 200 provides output 114A, 114B (FIG. 1A) via a
web-based user interface that depicts in a browser of another
computer 100, information related to customizations, etc as
illustrated in any one or more of FIGS. 3A-3G, and 4C-4D.
Additionally and/or alternatively, screens responsive to user
input via a keyboard as a command in a command-line inter-
face of computer 100 and/or user input via a mouse and a
cursor displayed on a video monitor of computer 100 may be
generated by computer(s) 200.

In some embodiments of computer(s) 200, functionality in
the above-described operations or acts of FIGS. 2 and 4B is
implemented by processor 1105 (FIG. 5A) executing soft-
ware in memory 1106 of computer(s) 200, although in other
embodiments such functionality is implemented in any com-
bination of hardware circuitry and/or firmware and/or soft-
ware in computer(s) 200. Depending on the embodiment,
various functions of the type described herein may be imple-
mented in software (executed by one or more processors or
processor cores) or in dedicated hardware circuitry or in
firmware, or in any combination thereof. Accordingly,
depending on the embodiment, any one or more of the means
for performing operations or acts of FIGS. 2 and 4B can, but
need not necessarily include, one or more microprocessors,
embedded processors, controllers, application specific inte-
grated circuits (ASICs), digital signal processors (DSPs),
multi-core processors and the like, appropriately pro-
grammed with software in the form of instructions to imple-
ment one or more steps of the type described herein.

Any non-transitory computer-readable medium tangibly
embodying software (also called “computer instructions™)
may be used in implementing one or more acts or operations
described herein and illustrated in FIGS. 2 and 4B. Such
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software may include program codes stored in memory 1106
and executed by processor 1105 (FIG. 5A). Memory 1106
may be implemented within or external to processor 1105,
depending on the embodiment. When implemented in firm-
ware and/or software, logic to perform one or more acts or
operations of FIGS. 2 and 4B may be stored as one or more
computer instructions or code on a non-transitory computer-
readable medium.

In some embodiments, one or more of computer(s) 200
may include multiple processors, each of which is pro-
grammed with software in a memory 1106 shared with each
other to perform acts of the type described above to imple-
ment the individual modules I1-1Z illustrated in FIG. 4A. For
example, a first processor 1105 in computer(s) 200 may be
programmed with software in memory 1106 to implement a
receiving circuit that receives a new version of application
software from a software vendor’s computer 100. A second
processor 1105 in computer(s) 200 may be programmed with
software in memory 1106 (FIG. 5A) to implement a display-
ing circuit that displays a name of a module in the application
software and another displaying circuit that displays an indi-
cation of a specific position in the module at which additional
software was inserted to prepare a current version of a cus-
tomized module. A third processor 1105 in computer(s) 200
may be programmed with software in memory 1106 to imple-
ment a customization circuit that prepares and store a cus-
tomized version of the application software that is to execute
the additional software when executing a new version of the
module at the specific position identified by the indication. A
fourth processor 1105 in computer(s) 200 may be pro-
grammed with software in memory 1106 to implement an
execution circuit that executes at least a new executable that is
based on the new version of the customized module. The
just-described four processors 1105 are programmed to inter-
operate with one another to form a customization manager
103, which depending on the embodiment is implemented
internal to application software 102 (as illustrated in F1G. 5B)
or external to application software 102 (as illustrated in FIG.
5C), or partly internal and partly external as will be apparent
to a skilled artisan.

Although four processors 1105 (FIG. 5A) have been just
described for some embodiments to implement the respective
means, in other embodiments a single processor 1105 may be
used in a time shared manner to implement the just-described
means of the previous paragraph. Furthermore, in still other
embodiments, one processor 1105 may be used in a time-
shared manner to implement one or more parts of various
modules. Moreover, one or more processors 1105 may be
programmed to implement one or more components of appli-
cation software 102, such as Employee Profile 102A (FIG.
5B), Expense Reports 1021 (FIG. 5B), Journal Entries 102N
(FIG. 5B), in addition to customization manager 103. Fur-
thermore, although processors 1105 have been described
above for certain embodiments as being included in a single
computer(s) 200, in other embodiments multiple such pro-
cessors 1105 may be included in multiple computers 200, for
example four computers 200 may implement the operations
described above in reference to FIGS. 1, 2, 3A-3G, and
4A-4D. Additionally, in one or more such embodiments, one
or more processor(s) 1105 with a bus 1103 execute ERP
software 102 (FIG. 5B) in computer(s) 200.

Various adaptations and modifications may be made with-
out departing from the scope of the described embodiments.
Numerous modifications and adaptations of the embodiments
described herein are encompassed by the attached claims.
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The invention claimed is:

1. A method implemented by at least one computer, the
method comprising:

receiving, via a field of a first screen of a graphical user

interface, a first specific position within a first existing
module, at which additional software is to be executed,
during execution of an existing generic version of appli-
cation software that comprises a plurality of modules
including the first existing module;

wherein the first specific position is selected, by user input

in the first screen, to be at a beginning of the first existing
module, or at an end of the first existing module, or at a
specific line number in between the beginning and the
end of the first existing module;

receiving the additional software;

storing in a database, a customization that comprises a first

name of the first existing module, and the first specific
position within the first existing module;

receiving a new generic version of the application soft-

ware;

automatically identifying, in the new generic version of

application software, by use of at least one processor and
the customization in the database, a first new module
having a first name identical to the first name of the first
existing module in the existing generic version of the
application software, the first existing module being
associated with the additional software to be executed
when executing an existing customized version of the
application software;

receiving via a second screen of the graphical user inter-

face, a new specific position at which the additional
software is to be executed in the first new module when
executing a new customized version of the application
software;

automatically preparing and storing in one or more non-

transitory computer-readable storage media, the new
customized version of the application software to
execute the additional software when executing the first
new module in the new generic version of the application
software;

wherein the new customized version of the application

software is obtained, based on the new specific position,
by automatic insertion of the additional software,
directly or via a function call, into the new generic ver-
sion of the application software; and

executing a new executable based on the new customized

version of the application software.

2. The method of claim 1 further comprising:

after receipt of the new generic version and before the

executing, receiving an indication via a re-apply button
in the second screen that the new specific position is
unchanged.

3. The method of claim 1 wherein during the executing, the
additional software is executed at the new specific position in
the first new module.

4. The method of claim 1 wherein:

L is the specific line number in the first existing module

such that

1<L<T

with T being a total number of lines of source code in the
first existing module; and

the method further comprises receiving an indication of the
specific line number L.

5. The method of claim 1 wherein:

the first existing module comprises a plurality of first
instructions in source code form;
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the additional software comprises a plurality of second
instructions in source code form;

a first customized module in the existing customized ver-
sion of the application software comprises the plurality
of first instructions and the plurality of second instruc-
tions;

the method further comprises:

preparing a third screen to display the first customized
module; and

displaying the third screen, wherein the plurality of first
instructions are displayed with line numbers and the
plurality of second instructions are displayed without
line numbers.

6. The method of claim 1 wherein:

the first existing module comprises a plurality of first
instructions in source code form;

the additional software comprises a plurality of second
instructions in source code form; and

the plurality of first instructions and the plurality of second
instructions are expressed in a common high level lan-
guage.

7. The method of claim 2 wherein:

the second screen displays multiple customizations includ-
ing said customization;

the specific position in each of the multiple customizations
is at a module boundary;

the module boundary is at the beginning or the end of a
module; and

the re-apply button is common to all the multiple customi-
zations on the second screen.

8. The method of claim 2 wherein:

the second screen displays multiple customizations includ-
ing said customization;

said customization identifies the specific line number and
the re-apply button is specific to said customization; and

the second screen displays another re-apply button appli-
cable to another customization among the multiple cus-
tomizations.

9. One or more non-transitory computer-readable storage
media comprising a plurality of instructions that when
executed cause one or more processors to perform a method,
the plurality of instructions comprising:

instructions to receive, via a field of a first screen of a
graphical user interface, a first specific position within a
first existing module, at which additional software is to
be executed, during execution of an existing generic
version of application software that comprises a plural-
ity of modules including the first existing module;

wherein the first specific position is selected, by user input
in the first screen, to be at a beginning of the first existing
module, or at an end of the first existing module, or at a
specific line number in between the beginning and the
end of the first existing module;

instructions to receive the additional software;

instructions to store in a database, a customization that
comprises a first name of the first existing module, and
the first specific position within the first existing mod-
ule;

instructions to receive a new generic version of the appli-
cation software;

instructions to receive automatically identify, in the new
generic version of application software, by use of at least
one processor and the customization in the database, a
first new module having a first name identical to the first
name of the first existing module in the existing generic
version of the application software, the first existing
module being associated with the additional software to
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be executed when executing an existing customized ver-
sion of the application software;

instructions to receive via a second screen of the graphical

user interface, a new specific position at which the addi-
tional software is to be executed in the first new module
when executing a new customized version of the appli-
cation software;

instructions to automatically prepare and store in one or

more non-transitory computer-readable storage media,
the new customized version of the application software
to execute the additional software when executing the
first new module in the new generic version of the appli-
cation software;

wherein the new customized version of the application

software is obtained, based on the new specific position,
by automatic insertion of the additional software,
directly or via a function call, into the new generic ver-
sion of the application software; and

instructions to execute a new executable based on the new

customized version of the application software.

10. The one or more non-transitory computer-readable
storage media of claim 9 wherein:

an indication is received that the new specific position is

unchanged; and

during execution of the new executable, the additional

software is executed at the new specific position in the
first new module.

11. The one or more non-transitory computer-readable
storage media of claim 9 wherein the plurality of instructions
to be executed to perform the method further comprise:

instructions to compile at least the existing customized

version of the application software to obtain an existing
executable and instructions to execute at least the exist-
ing executable, prior to receipt of the new generic ver-
sion of application software.

12. The one or more non-transitory computer-readable
storage media of claim 9 wherein:

L is the specific line number in the first existing module

such that

1<L<T

with T being a total number of lines of source code in the
first existing module; and

the method further comprises receiving an indication of the
specific line number L.

13. The one or more non-transitory computer-readable

storage media of claim 9 wherein:

the first existing module comprises a plurality of first
instructions in source code form;

the additional software comprises a plurality of second
instructions in source code form;

a first customized module in the existing customized ver-
sion of the application software comprises the plurality
of first instructions and the plurality of second instruc-
tions;

the plurality of instructions to be executed to perform the
method comprise instructions to prepare a third screen to
display the first customized module; and

the plurality of instructions to be executed to perform the
method comprise instructions to display in the third
screen, the plurality of first instructions with line num-
bers and the plurality of second instructions without line
numbers.

14. The one or more non-transitory computer-readable

storage media of claim 9 wherein:
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the new customized version of the application software is
prepared by automatically inserting the additional soft-
ware into the first existing module in the application
software.

15. The one or more non-transitory computer-readable
storage media of claim 9 further comprising:

instructions to receive an indication via a re-apply button in

the second screen that the new specific position is
unchanged.

16. The one or more non-transitory computer-readable
storage media of claim 15 wherein:

the second screen displays multiple customizations includ-

ing said customization;

the specific position in each of the multiple customizations

is at a module boundary;

the module boundary is at the beginning or the end of a

module; and

the re-apply button is common to all the multiple customi-

zations on the second screen.

17. The one or more non-transitory computer-readable
storage media of claim 15 wherein:

the second screen displays multiple customizations includ-

ing said customization;
said customization identifies the specific line number and
the re-apply button is specific to said customization; and

the second screen displays another re-apply button appli-
cable to another customization among the multiple cus-
tomizations.

18. An apparatus comprising one or more processors
coupled to one or more non-transitory computer-readable
storage media, wherein the one or more non-transitory com-
puter-readable storage media comprise a plurality of instruc-
tions that when executed cause the one or more processors to
perform a method, wherein:

the one or more processors are configured by the plurality

of instructions, to receive via a field of a first screen of a
graphical user interface, a first specific position within a
first existing module, at which additional software is to
be executed, during execution of an existing generic
version of application software that comprises a plural-
ity of modules including the first existing module;
wherein the first specific position is selected, by user input
in the first screen, to be at a beginning of the first existing
module, or at an end of the first existing module, or at a
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specific line number in between the beginning and the
end of the first existing module;

the one or more processors are configured by the plurality
of instructions, to receive the additional software;

the one or more processors are configured by the plurality
of instructions, to store in a database, a customization
that comprises a first name of the first existing module,
and the first specific position within the first existing
module;

the one or more processors are configured by the plurality
of instructions, to receive a new generic version of the
application software;

the one or more processors are configured by the plurality
of instructions, to automatically identify, in the new
generic version of application software, by use of at least
one processor and the customization in the database, a
first new module having a first name identical to the first
name of the first existing module in the existing generic
version of the application software, the first existing
module being associated with the additional software to
be executed when executing an existing customized ver-
sion of the application software;

the one or more processors are configured by the plurality
of instructions, to receive via a second screen of the
graphical user interface, a new specific position at which
the additional software is to be executed in the first new
module when executing a new customized version ofthe
application software;

the one or more processors are configured by the plurality
of instructions, to automatically prepare and store in one
or more non-transitory computer-readable storage
media, the new customized version of the application
software to execute the additional software when
executing the first new module in the new generic ver-
sion of the application software:

wherein the new customized version of the application
software is obtained, based on the new specific position,
by automatic insertion of the additional software,
directly or via a function call, into the new generic ver-
sion of the application software; and

the one or more processors are configured by the plurality
of instructions, to execute a new executable based on the
new customized version of the application software.

#* #* #* #* #*



UNITED STATES PATENT AND TRADEMARK OFFICE
CERTIFICATE OF CORRECTION

PATENT NO. 19,274,790 B2 Page 1of1
APPLICATION NO. : 14/266460

DATED :March 1, 2016

INVENTOR(S) : Marimuthu et al.

It is certified that error appears in the above-identified patent and that said Letters Patent is hereby corrected as shown below:
In drawings,
On sheet 1 of 15, in FIG. 1A, line 29, Delete “1°4B” and insert -- 114B --, therefor.

On sheet 2 of 15, in FIG. 1B, under Reference Numeral 112, delete “Customizat on” and
insert -- Customization --, therefor.

In specification,
In column 7, line 58, delete “1041)” and insert -- 1041J --, therefor.
In column 8, line 2, delete “1041)” and insert -- 1041J --, therefor.

In column 10, line 33, after “(i.e. Beginning)™ insert -- . --,

Signed and Sealed this
Twentieth Day of September, 2016

Decbatle X Loa

Michelle K. Lee
Director of the United States Patent and Trademark Office



